1. A DFA over a finite alphabet $\Sigma$ can be expressed via an edge-labeled digraph as follows:

(a) Each vertex of the graph represents a state of the automaton.

(b) Each state has one outgoing edge for each symbol of $\Sigma$, indicating its transitions.

(c) The start state is indicated by an "incoming edge" coming from nowhere.

(d) Each state can be either marked as an accept state (indicated by circling it) or not—the unmarked states are reject states.

(e) Given an input string $x \in \Sigma^*$, a DFA operates as follows:

   - Start at the start state.
   - For each character of $x$ in turn, follow the corresponding transition to move to some next state (possibly coming back to the state you're at, in the case of a loop edge).

   - After processing all characters of $x$:
     
     - If the current state is an accept state, the DFA accepts the string $x$.
     
     - Otherwise, the DFA rejects the string $x$.

2. A DFA takes as input a string $x \in \Sigma^*$, and for each one, it returns either accept or reject. Thus, a DFA $M$ over $\Sigma$ acts like a function $M: \Sigma^* \rightarrow \{\text{Accept}, \text{Reject}\}$.

3. Each string $x \in \Sigma^*$ has us start at the start state and stop after a finite number of steps (because each $x \in \Sigma^*$ has finite length). Thus, we must finish at some state, which will either be an accept state or not.

   (This might seem like a silly question, and it is a little silly for DFA's... but other types of machines—including regular computers running programs—can get stuck in an infinite loop and not finish, not DFA's, though!)

   We define the language accepted by a DFA $M$, over $\Sigma$, as the set of all strings that $M$ accepts:

   \[ L(M) = \{ x \in \Sigma^* : M \text{ accepts } x \} \]

4. Each DFA $M$ gives us a subset $L(M) \subset \Sigma^*$ accepted by $M$, i.e., an element of $\mathcal{P}(\Sigma^*)$.

   We can think of this abstractly, a function

   \[ f: \Sigma \text{ is a DFA over } \Sigma \rightarrow \mathcal{P}(\Sigma^*) \]

   \[ M \rightarrow L(M) \]
5. (a)(i) A accepts any string starting with 101.
   (b) A accepts precisely the strings starting with 101, i.e., \(101(0+1)^*\).

6. (a)(i) B rejects the string 0. It starts at the start state and never moves to accept.
   (b) B accepts the string 100010. It starts at the start until the 000, which gets it to the accept state, where it stays to accept.
   (c) B rejects the string 00100100. The 001 gets us to the bottom-right state, but without a 1, we are sent back to start and reject.
   (d) B accepts the string 11100001. Just like in part (c) — the 001 gets us to the accept state.
   (e) B accepts precisely the strings containing 001, i.e., \((0+1)^*001(0+1)^*\).

7. (a)(i) C accepts the string 1.
   (b) C accepts the string 01. The 01 sends us all the way around the triangle, back to the accept state to accept.
   (c) C accepts the string 0011. Just like in part (b), but twice around the triangle to accept.
   (d) C rejects the string 100100. After the second 1, we're at the accept state, but the two 0's at the end leave us at the bottom-right to reject.
   (e) C accepts precisely the nonnegative powers of 001, i.e., \(\{(0+1)^*001001(0+1)^*\}^*\).

8. (a)(i) D accepts the string 1.
   (b) D accepts the string 1111. The 1's move us to the lower accept state, and all subsequent 1's keep us there to accept.
   (c) D accepts the string 00011. The 0's keep us at the start state, then the 1's do as in part (b), to accept.
   (d) D rejects the string 0011100. The start 011 leads us to the lower start state, just as in part (c), but the subsequent 0 sends us to the bottom state, where we stay to reject.
   (e) D accepts precisely the strings that have no 0's after 1's, i.e., some nonnegative number of 0's followed by some nonnegative number of 1's: \(1^*0^*1^*\).

\* NOTE: THESE ARE EXACTLY THE REGULAR EXPRESSIONS FROM THE PREVIOUS PROBLEM SET IN PROBLEM 7!

REASONABLE QUESTIONS:
- For every DFA \(M\), is \(L(M)\) given by a regular expression?
- Does every regular expression give \(L(M)\) for some DFA \(M\)?

(Answers: Yes and Yes!)